R for Text Mining Coding Examples

\*These are only for reference, as copying and pasting can cause some complications for RStudio\*

[Getting Started - Word Search](#_dkby3gd2a5u6)

[Data Management Starts Now](#_g6d5ppc85uvq)

[Easy maths](#_1fr9zhzhzhsa)

[Hello World](#_ndkk2t2lkfd2)

[Data types](#_6w1uosa1bqdf)

[Easy Plot and Getting Help](#_vfz51grbc2lf)

[Subsetting and Indices: or, getting to a value](#_9k1ik5dnercb)

[Bonus: Practice and Subsetting](#_2jlftf4san4n)

[Regular Expressions in R](#_x39nprm0az2l)

[More REGEX](#_qcr8672hjrqn)

[REGEX Practice](#_6rxwsvbmh7sz)

[Let’s look at Moby Dick - importing your own data](#_fqyj28q8yik8)

[Let’s look at a plot of Moby Dick](#_k97k4b1ssv0l)

[Index/Glossary of Functions and Operators](#_wco62my5txf9)

[A Quick Glossary of R Objects](#_8gqj5xlwiw6c)

[R For Text Mining - Coding Examples (mostly in order of their use)](#_f8jsswgnes4r)

# 

# 

# Getting Started - Word Search

Find the following:

ahab, corpus ,dog, fox, lazy ,mining, quick, rstudio, text, whale

r k s y k o n w u a t y v c e i o y z y

q s v x m g s q n w z y o u q l c x g u

f v t u g z n e f a x r m k i n a d f x

d q v u s q j m l c p a t i o q f h g c

l r j r d e i i y u i f i u t m x z w b

l z j l c i f n s k g z n v x j q x s r

z f z l d d o i q k m l s q e v f s m s

k t d q o i e n a h a b l g t c i o x k

e p w k g v y g k c i u q a n g s a x z

v m n b s n m n u d h f o q v z o c e t

# Data Management Starts Now

Use this table to keep track of different objects you make, what kind it is, and description/comments. It is the draft of your data dictionary.

|  |  |  |  |
| --- | --- | --- | --- |
| Date | Object | Type | Comments |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

Last backup:\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

# Easy maths

#this is a comment

#Let’s do some math. Run each of these lines of code in your script:

2+2

100/5

33\*3

1 > 0

#level up! Use the assignment operator and range operator to build a bigger object

x <- 1:4

# Hello World

print(“Hello World”)

#level up! We can build an object here too, with a different kind of data inside

greeting<-“Hello World”

print(greeting)

#well done on a classic exercise!

# Data types

**Numeric** - integers, float (decimals), continuous

**Categorical** - Economy plane ticket, Business plane ticket, First Class Plane Ticket

**Spatial** - coordinates, 101 Trustee lane

**Boolean** - TRUE, FALSE

**String** - “Call Me Ishmael.”

**Timeseries** - data with built in understanding over time (rise of minimum wage, etc)

# Easy Plot and Getting Help

#I’d like a scatter plot - comments do not calculate

plot(1:20)

#level up, feed additional arguments to the function

plot(1:20, type="s")

#but Adrienne, how did you know that?

#let’s see the help documentation

?help

?plot

#double the ? to force a search of the documentation

??plots

# Objects in R

See Glossary-- after the exercise!

# Subsetting and Indices: or, getting to a value

#R indexing starts at 1 (not 0)

#remember, building an object in R requires the <- ‘assignment operator’

colors <- c(‘red’, ‘green’, ‘blue’)

#that object has an index, so we can access the values based on a number

#the square brackets, directly next to your object, indicate subsetting

colors[1]

#should return ‘red’

# Bonus: Practice and Subsetting

Prompt:

# build the 2 vectors, your favorite food and favorite numbers.

# Check them

#practice subsetting. R indices start with 1.

f[2]

n[1]

#level up. Try this prompt with your own vector subsets to print a funny sentence

print(c("I’m going to the picnic and I’m bringing",n[1],f[1]))

Sample Answer:

# build the 2 vectors, your favorite food and favorite numbers.

f <- c(“cookies”, “apples”, “chocolate”, “salmon”, “tea”)

n <- c(1, 8, 111, a kajillion, 42)

# Check them by running them on their lines

#practice subsetting. R indices start with 1.

f[2]

n[1]

#pull a sample into the prompt.

print(c("‘I’m going to the picnic and I’m bringing",n[1],f[2]))

# Regular Expressions in R

#“Regular expressions” or regex is a set of tools for sifting through text data.

#Symbols represent patterns or characters.

#So we can put together a series of symbols and characters to match patterns.

#Let’s start with a short vector we made ourselves

fox <- “The quick brown fox jumped over the lazy hound dog.”

#how long is this (how many values)? What type of data is it?

class(fox)

#level up

#we don’t want cases!

fox <- tolower(fox)

# More REGEX

#In reality, we want each word to be a value in this object

?strsplit

fox1 <- strsplit(fox,”\\W”)

#how long is this now? But wait, is it still a character vector?

class(fox1)

#nope! strsplit makes lists. We want character type data

#Unlisting it and assigning (that unlisted object) will do the trick

fox1 <- unlist(fox1)

fox1

# REGEX Practice

#Let’s practice with REGEX

?grep

#let’s start with words that start with f

grep(‘^f’, fox1)

#Value return is indexed. I can assign it to something

animals <- fox1[4]

animals

#Can you call out the words that start with d?

#Can you call out the words that end with d?

#What about any string that matches ‘o’ in the middle?

Answers:

#All highlighted text at the REGEX operators that allow for string matching

#starts with f or d

grep(‘^f’, fox1)

grep('^d', fox1)

animals <- fox1[10]

animals

#ends with d

grep('d$', fox1)

#strings that match ‘o’ in the middle

grep('.o.', fox1)

# Let’s look at Moby Dick - importing your own data

#visit <https://tinyurl.com/TinkerR2019> and visit the data folder

# download the **moby\_data.RData** file to your desktop. Don’t open!

#get **the file directory** for your file names to use in the load() command

load(“~/moby\_data.RData”)

moby\_words

#take a look - how long is this book?

length(moby\_words))

#now to crunch it, how do we want to do that?

#create a vector holding the index of words 1 to 214944

novel\_timeline <- seq(1:length(moby\_words))

#How many words start with a?

grep('^a', moby\_words)

#that’s a lot,all index values, let’s store it somewhere managable!

starts\_a <- grep('^a', moby\_words)

#now I can subset with those index values and get the actual words (the values at those index points) into an object

moby\_words[starts\_a]

a\_words <- moby\_words[starts\_a]

# Let’s look at a plot of Moby Dick

#how often does ahab appear?![](data:image/png;base64,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)

which(moby\_words == "ahab")

ahab\_index <- which(moby\_words == "ahab")

#with a novel plotline and an ‘ahab index’ we can do a dispersion plot of ‘ahab’ across the story

#in our plot, x axes will be novel timeline, y will be Ahab occurrences, but it must be the same length as the x

y <- rep(NA, 214944)

y[ahab\_index] <- 1

plot(x=novel\_timeline, y=y, main="Title", xlab="Novel Time", ylab="ahab", type='h', ylim=c(0,1), yaxt='n')

# BONUS - Frequently used words?

#what are the most frequently used words?

#make a table object with table function

moby\_freqs <- table(moby\_words)

#sort the table by highest to lowest (decreasing), and assign that to the object

moby\_freqs <-sort(moby\_freqs, decreasing=T)

#subset the top 20 values in that table

moby\_freqs[1:20]

#interesting, let’s plot the more exciting words

plot(moby\_freqs[c(2,5:12, 15:25)])

# Index/Glossary of Functions and Operators

|  |  |  |
| --- | --- | --- |
| A Quick Glossary of R Objects | | |
| Object | Description | Example |
| Vector | a group of variables of the same value type  can hold primitive values (numbers, T/F, text,) | greeting - 3 values:  *“call”,”me”,”ishmael”* |
| matrix | a vector represented and accessible in two dimensions, must be the same data types within | a matrix of page numbers  *1 2 3*  *16 20 17* |
| dataframe | a set of data with a number of rows and columns, not necessarily the same type. A spreadsheet or table type thing. | Moby\_df - 2 observations of 2 variables  *age reading level*  *2 NA*  10 5th grade |
| list | a generic vector that is allowed to include different types of objects, including other lists | a list of chapters I read:  *Loomings, 2, 3, 4:6* |
| R For Text Mining - Coding Examples (mostly in order of their use) | | |
| Function | Description | Example |
| print() | Displays the string or full variable named in the console | print(“Hello World”) |
| <- | Assignment Operator (name of object on left, values within on right) | greeting <- “Hello World”  x <- 1:4 |
| plot() | Creates a visual graphic of the data or function named | plot(1:20) |
| c() #Combine | Combines the listed items into a vector | c(1, 2, 3, 4) |
| ? | Help documentation for value following to see R documentation on a function, object, dataset, etc. | ?plot |
| [ ] | Square brackets appended to an object will subset the row, column, indexed items in that obect | iris[42, 5] |
| install.packages() | Installs a new package to your machine, typically fetching packages automatically.  You must then call them into the working environment with ‘library()’ | install.packages(“fun”) |
| class() | Returns the class or datatype of the object | class(fox) |
| tolower() | Takes a character vector and returns the same with all lower case | fox <- tolower(fox) |
| strsplit() | This function takes strings and splits them per the REGEX pattern you specify | strsplit(fox, “\\W”) |
| unlist() | This function will return the unlisted values of the list fed into it . you have to assign a new object to get it to stick around | fox1 <- unlist(fox1) |
| grep() | This function searches the given vector for matches in the pattern. It takes many arguments | grep(‘^f’, fox1) |
| load() | This function loads up a data object from a directory you specify | load(“~/moby\_data.RData”) |
| seq() | This is sequence generation, and it will build a sequence between the values you specify, in the pattern dictated. Typically builds an object | ten\_count <- seq(1:10) |
| which() | Returns a boolean T or F off the logical index argument fed | which(moby\_words == "ahab") |
| rep() | Replicate. It builds an object off the given value, for the pattern and length specified | y <- rep(NA, 214944) |
| plot() | Base plotting function in R, takes many arguments. Data fed must be of the same length/dimensions, or you will get an error. Defaults to x=y for x values | plot(1:20) |